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Abstract
Teaching software product lines to university students is key in
disseminating knowledge about software variability. In particu-
lar, education is needed to train new researchers and practition-
ers and, thus, sustain further research on software product lines.
However, preparing appropriate teaching material is difficult and
time-consuming, even when relying on existing literature. Thus,
clone-and-own is a common practice among educators, with all its
associated issues. Moreover, there is a lack of full-semester, open
courses on software product lines. In this paper, we report on our
experience of architecting and designing such a course from scratch,
avoiding clone-and-own entirely. In addition, we perform a liter-
ature review of influential books on software product lines and
which topics they cover. We position our course in terms of these
topics, discuss how it compares to existing courses, and justify
relevant design decisions. With our course, we aim to strengthen
the positive interactions between research, industry, and education.
So far, our course has already been held seven times across five
universities. A preliminary evaluation of our course indicates that
our course is mostly well-received by students.

CCS Concepts
• Social and professional topics → Software engineering edu-
cation; • Software and its engineering → Software product
lines.
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1 Introduction
Software variability is ubiquitous, as many software systems are
configurable [11, 12, 45, 65]. Software product lines (SPLs) [7, 20, 56,
67] are awell-known paradigm in research and practice [5, 10, 19, 26,
30, 54, 59] that apply systematic reuse to manage such variability.
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Figure 1: Interactions of research, industry, and education.

SPLs promise reduced costs for development and maintenance,
faster time-to-market, and improved quality [7, 36, 40, 67].

Education at universities plays an important role in disseminat-
ing knowledge about SPL engineering [2]. First, it gives students
the required tools to identify opportunities for beneficial software
reuse in industry. Second, it is instrumental in teaching the next
generation of SPL researchers. Third, education interacts positively
with research, as students can participate in experiments and re-
search projects, the results of which might then feed back into
education. In Figure 1, we visualize these interactions between
research, industry, and education as they can be observed in the
context of SPLs. One arrow is less pronounced: This is because the
industry typically has limited direct influence on education, besides
occasional guest lectures. Thus, the responsibility to teach students
appropriate skills mostly lies with educators (often researchers [2]),
who need to balance the interests of both research and industry.

To achieve this balancing act, having appropriate teaching mate-
rial is key. However, preparing such material is difficult and time-
consuming, even when relying on existing books [2, 51]. Moreover,
educators perceive that there is a lack of recognition for such ef-
forts [60]. Thus, a common strategy among educators has been to
use existing teaching material and only slightly adapt it [2] (e.g.,
by adding topics of their own). While such a clone-and-own [6, 24]
strategy is tempting, over time it might lead to outdated or incorrect
information, scope creep, and licensing issues. As long-time main-
tainers of clone-and-own teaching material, we can anecdotally
confirm that such issues have repeatedly come up over the years.

Besides clone-and-own issues, creators of SPL teaching material
seem to struggle with completeness and openness. To illustrate
these problems, we collect SPL teaching material that is publicly
available, and we show all complete English courses that we find
in Table 1. In particular, this table is quite short with five entries,
which is likely due to two reasons: First, much SPL teaching mate-
rial only consists of one or two lectures in the context of a larger
course (e.g., as a cross-cutting concern in a course on software en-
gineering). While individual lectures can teach the basics [21, 52],
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Table 1: Publicly available complete English courses on SPLs.

Authors Year University Literature Open?

Acher and Heymans1 2011 Namur — #
Kästner and Apel2 2015 Pittsburgh [7] #
Lopez-Herrejon and Rabiser3 2016 Linz [20, 56, 67] #
Donohoe and Northrop4 2020 Pittsburgh [20] G#
Gay and Berger5 2022 Gothenburg [7, 67]  

Thüm, Kehrer, and Kuiter7 2024 (6 universities) [7, 50]  

# License unclear, no sources G# Open license  Open license, sources available

We consider all material that is available in the online repository6 of Acher et al. [3].
In addition, we consider material we found with the following Google search:
"software␣" ("product␣line" | "variability") ("␣course" | "␣slides")
We only include complete English courses that are mostly concerned with SPL topics.
A more detailed version is available in our online appendix.7

we believe that full-semester courses on SPLs are necessary to pos-
itively contribute to the interactions depicted in Figure 1. Second,
many courses on SPLs are never released publicly [18, 61] (e.g.,
due to clone-and-own issues). Even for publicly released courses,
their license may be unclear or their sources not available, as we
observe for some courses1−3 in Table 1. This severely limits the ma-
terial’s potential for adaptation and reuse. While the next course4
is openly licensed (CC-BY-4.0), its sources are not available, so no
custom adaptations can be made. Indeed, we are only aware of one
complete course on SPLs5 with published and openly-licensed (CC-
BY-SA-4.0) sources available. However, this course has only been
released in PowerPoint format (originally Google Slides). While
these tools allow for collaboration to some degree, they still invite
problematic clone-and-own practices for performing adaptions, and
therefore limits the course’s reusability. We contacted an author of
each course in Table 1 and asked them whether they are aware of
their course being adapted to other universities (not considering
affiliation changes of the course authors). We found that only one
course3 had been adapted to another university (i.e., Karlsruhe).

Evidently, the SPL community is missing a collaborative effort
to create a new, modern full-semester university course on SPLs,
which should be openly licensed and widely applicable. In this
paper, we strive to fill this gap by reporting on our experience
of architecting and designing such a course. Our aim is twofold:
First, we want to avoid the above-mentioned problems of clone-and-
own with existing courses. Second, we want to offer a modern SPL
curriculum based on practical topics and recent research results.
Thus, we decided to create a new course from scratch (i.e., proac-
tively [41]). Since September 2022, our course has already been held
seven times across five universities (i.e., in Bern, Ulm, Wernigerode,
Magdeburg, and Paderborn). Currently, three new iterations of the
course are ongoing, one of them at a new, sixth university (i.e., in
Braunschweig) with more than one hundred course participants.

In particular, we contribute the following:

1http://teaching.variability.io/namur.html
2http://www.cs.cmu.edu/~ckaestne/17708
3http://teaching.variability.io/jku2016.html
4https://insights.sei.cmu.edu/library/introduction-to-software-product-lines-course
5https://greg4cr.github.io/courses/fall22tda594
6https://teaching.variability.io

• We publish a course on SPLs with slides for 12 new 90-minute lec-
tures, whichwe created and refined over the last three years.7 Our
slides are released under the permissive CC-BY-SA-4.0 license8
and can be easily adapted to other universities with LATEX. We
also publish video recordings of each lecture under this license.9

• We describe and justify the scope and goals of our course (cf.
Section 2), howwe align its architecture (cf. Section 3) and lecture
design (cf. Section 4) accordingly, and how we address several
potential adoption challenges (cf. Section 5).

• We perform a literature review of topics covered in influential
books on SPLs. Based on this review, we discuss how our course
addresses each topic, and where we deviate from the books. Using
our review, educators can choose suitable literature and avoid
redundancies when they create new SPL teaching material. We
also compare the contents of our course to existing courses (cf.
Table 1), so educators can easily decide which material to use.

• We perform a preliminary evaluation of our course, which is
based on feedback from 64 students across six teaching evalua-
tions. We find that our course is mostly well-received by students
and that it performs favorably in comparison to other courses.

With this, we build on a previous survey of SPL teaching practices
by Acher et al. [2], who identified the need for such a curriculum.

2 Course Scope and Goals
What constitutes a modern course on SPLs? In the following, we
define four goals (G1–4) that narrow the format and scope of our
course. We justify why we deem the chosen goals to be reasonable
premises to build our course on. We begin with generic goals and
get more specific, such that each goal is derived from previous ones.

G1 Connect Research, Industry, and Education As we show
in Figure 1, education plays a key role in connecting research and
industry. To support and strengthen this connection, we aim to:

• describe the state of the art, prioritizing recent sources [18]
• include insights from recent research, pointers for further reading,
and references for claims

• discuss open challenges, which lay a foundation for lectures on
research (to train researchers) or industry (to train practitioners)

As we are researchers, our perspective is bound to be rather
research-oriented. While we largely embrace this perspective, we
also aim to recount experiences from industry for motivation (e.g.,
based on our collaborations with industry partners).

G2 Invite Contributions We aim to release our course in form of
open educational resources. UNESCO [66] defines these as “learning,
teaching and research materials in any format and medium that
reside in the public domain or are under copyright that have been
released under an open license, that permit no-cost access, re-use,
re-purpose, adaptation and redistribution by others.” This promises
several benefits over a non-distributed, closed-source course [51]:

• It enables students to participate who are not enrolled at a uni-
versity or whose university does not offer a course on SPLs.

7Artifact with online appendix: https://doi.org/10.5281/zenodo.14417094
Repository: https://github.com/SoftVarE-Group/Course-on-Software-Product-Lines

8https://creativecommons.org/licenses/by-sa/4.0/
9https://www.youtube.com/playlist?list=PL4hJhdKDPIxha8So7muX2zfNUU8NBoiu3
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• It invites fellow educators and researchers to reuse and adapt our
course or even make new contributions (e.g., new lectures).

• It allows practitioners to teach SPL concepts to industrial stake-
holders (e.g., domain experts) without any licensing issues.

• It holds us and other contributors publicly accountable, creating
an incentive to commit high-quality and up-to-date material.
Moreover, each of these benefits contributes to goal G1 by either

making our course more attractive to some party in Figure 1 or
establishing accountability and, thus, confidence in the material.

G3 Address a Broad Audience Preparing new teaching material
is a difficult and time-consuming endeavor. Consequently, it makes
sense for us to try to address a broad audience of students, so our
course is widely applicable in practice. Thus, we aim to:
• choose a course format that fits a typical university schedule [2]
• apply modern teaching methods that attract students [18]
• architect an inductive course structure that emphasizes the natu-
ral discovery of concepts over their definitions [57]
We believe these efforts will help to attract educators, making it

way easier to teach SPLs at more universities (as per G2).

G4 Focus on Practical Skills SPLs have many facets [2, 59], not
all of which can be realistically taught in a single university course.
Consequently, we must choose a particular subset of topics and
skills that is both likely to be relevant for training new researchers
and practitioners (as per G1) and to appeal to students (as per G3).
For this reason, we opt for a practical, hands-on approach and focus
mostly on topics like modeling, implementation, and analysis of
variability. In particular, we put less emphasis on management and
organizational topics. While these topics are no less important, they
are also more abstract and difficult to grasp for students, which
typically have limited industrial experience. Overall, we therefore
aim to create a rather technical course that can be accompanied by
a suitable exercise class with, for example, programming tasks.

Building on goalG1–G4, we describe and justify the high-level (cf.
Section 3) and low-level (cf. Section 4) design of our course.

3 Course Architecture
Initially, the authors of this paper spent≈ 11months only discussing
the course format and structure, and which SPL topics to cover in
which depth. In the following, we briefly describe the relevant
design choices we made, which concern our course as a whole.

3.1 Format
Our course consists of 12 English lectures (L1–12), with ≈ 40 slides
each. This format fits a typical weekly (under-)graduate university
course of 3–4 months with 90-minute lectures. We create an entire
series of lectures to close the existing gap in complete, open courses
on SPLs (cf. Table 1).We use the English language and an established
course format for improved applicability (G3). The schedule with
12 lectures leaves enough room for guest lectures (G1). For example,
we typically host one additional lecture with conference talks as
well as an industrial guest lecture (e.g., by pure-systems GmbH).

3.2 Literature Review
Similar to other courses [2] (e.g., those shown in Table 1), we loosely
base our lecture slides on existing books. We do this for several

reasons: First, it saves time and effort, as several books already
prepare a curriculum with a well-laid-out common thread. Second,
given such a curriculum, we can decide more easily where to deviate
from it (cf. Section 4), for example to include recent research or
correct outdated information (G1). Third, referring to books gives
interested students material for further reading (G1).

While searching for appropriate literature (as perG4), we became
aware that a comprehensive overview of educational books on SPLs
is missing. Moreover, we are not aware of any detailed review of
topics that are relevant for teaching SPLs, and how books cover
these topics. To fill this gap, we perform a literature review of
influential (i.e., well-known and often-cited) books on SPLs. We
also review relevant SPL topics and the degree to which each book
covers them. We show both the methodology for this review and
its results in Table 2. A more in-depth version is available in our
online appendix,7 which also includes justifications and a list of
excluded books. Our literature review serves as a first reference
to help educators (such as ourselves) choose suitable literature for
new courses and pointers for further reading.

For our course, we choose Apel et al. [7] and Meinicke et al. [50]
as accompanying literature, due to several reasons: First, both books
are well-known and comparably up-to-date (G1) as well as mostly
oriented towards practical topics (G3). Second, they include both
theoretical [7] and practical [50] exercises (G3) and are likely acces-
sible to university students (e.g., via SpringerLink). The practical
exercises, in particular, rely on the tool FeatureIDE [38], which is
free and open-source software (G2) and already used in teaching [2].
Third, our literature review in Table 2 shows that of all considered
books, the chosen two focus most on our topics of interest, such as
variability modeling, implementation, and analysis (G4).

3.3 Structure
We divide our course into three parts, which we show on the top
in Figure 2. In Part I (L1–3), we begin with ad-hoc approaches
for software variability, which many students will be intuitively
familiar with. Then, in Part II (L4–8), we introduce feature model-
ing [7, 34], implementation techniques [7, 64], and the development
process [7, 56]. Finally, we discuss measures for quality assurance
and advanced topics in Part III (L9–12). This structure is inductive
(i.e., it builds concepts up from basic principles, G3) and empha-
sizes practicality (G4). In particular, we introduce feature models
(in L4) and the SPL development process (in L8) much later than
Apel et al. [7], when students already know how to apply them.

4 Lecture Design
After settling on the course architecture (cf. Section 3), we spent four
months creating initial versions of most lectures. Below, we discuss
the detailed lecture design, relating it to our goals (cf. Section 2).

4.1 Structure
We divide each lecture into three blocks, which we show exemplary
for the introduction (L1) on the bottom in Figure 2. Each block is
designed to take 20–25 minutes of lecturing time, followed by an
optional interaction with the audience of 5–10 minutes. In each
block, we describe and discuss one distinct and cohesive topic re-
lated to SPLs. This discussion is then concluded by a summary of
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Table 2: Literature review of existing books and courses on SPLs, which topics they cover, and how they compare to our course.

Books Courses

Topics

This list of topics is based on the books’ and courses’ tables
of contents, the session titles of recent conferences (SPLC [8],
VaMoS [35], and FOSD), and also on related work [2, 59].
In line with our practical focus (G4), we break down topics
related to modeling, implementation, and analysis in more
detail and put less emphasis on management issues. C
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Fundamentals
Motivation, Goals, Context, History               
SPL Definition, Delineation G#       G#       
SPL Engineering #       G#       

Modeling and Configuration
Feature Modeling  # G#   G#    G#  #   
Decision Modeling # # # # # G# # # # G#  # # #
Product Configuration #    G#     G#     
Requirements Engineering #      G# # #  G#  G# G#
Scoping, Variability Reduction       G# # G#    G# G#
Variability-Model Representations, Transformations # # # G# # #  G#  G# G# # G#  
Model-Driven Engineering, Domain-Specific Languages  # # G# G# G# # #   G# # # #

Design and Implementation
Product Derivation, Automation, Generative Programming  G# G# # G# G#      G#   
Feature Mapping, Traceability, Location  # # # G# G# G# G# G# G# G# # G# G#
Runtime Variability, Design Patterns  G# G#  G# G#   G#  G# G#   
Clone-and-Own, Version Control Systems # G# G# # # # G# G# #  G# # #  
Preprocessors G# # # G# G# G#   G#  G# G#   
Build Systems # # # # G# G# G# # # G# # # G#  
Components, Services G# G# G#  G# G#  G# # G# # G#   
Frameworks, Plug-ins G#  # #  G#   G#  G# #   
Feature-Oriented Programming  # # # # #   #   #   
Aspect-Oriented Programming, Cross-Cutting Concerns  G# G# # G# #   #   G#   

Quality Assurance
Feature-Model Analysis, Satisfiability Solving, Model Counting # # # # # # G# G#  G# G# # G#  
Feature-Mapping Analysis, Presence Conditions # # # # # #   #  # # #  
Solution-Space Analysis # # # # # #  G# #  # # #  
Feature Interactions # # # # # #  G# #  # # G#  
Testing, Sampling G# G# G# G# G# G# G# G# #   G#   
Formal Methods, Theory, Algebra  # # # # # G# # G# # # # # #
Validation, Certification, Specification G# G# # # G# # # G# # G# # # # #

Management
Process Models, Development Life Cycle       G# G# G# G# G#  G# G#
Organization, Roles, Business Cases #   #   # # # # #  # #
Financing, Economics, Cost Estimation # G#  #   # # # # #  # #
Human Factors, Cognition, Knowledge # # G# # # # # # # # # G# # #

Transfer
Adoption Strategies #  G#     #   # G# #  
Reengineering, Reverse Engineering, Refactoring G# # # G# # G# G# G# G# G#  # # G#
Evolution, Maintenance #  #  G#  G# G# # G#  # G#  
Release, Deployment, Operation # G# G# G# # G# # # # # # G# # #
Case Studies, Industrial Applications G#      G# G# G# G#   G# G#
Tool Support # # G# # # #   G#   #   
Exercises, Instructions, Training # #  # G# #      G#   

Miscellaneous
Multi SPLs, Software Ecosystems # # # # G# # G# # # G# # # # #
Dynamic SPLs, Adaptive Systems G# # # # # # G# # # # # # # G#
Computational Complexity, Limits, Combinatorial Explosion # # # # G# G# # # G# G# G# # #  

# Not or barely mentioned G# Discussed partially or superficially  Discussed in breadth or depth

Remark on Included Books We aim to include books that are concerned with SPLs, well-known in research or industry, and suitable for teaching (e.g., aimed at students or
creators of educational resources). To this end, we consider SPL books in our inventory and our literature databases. In addition, we search Google, Amazon, eBay, and Google
Scholar for the phrases: "software␣" ("product␣line" | "variability") "␣book". We only include English books with available full-text. We exclude conference proceedings,
dissertations, edited anthologies or collections, and books with less than 100 citations (according to Google Scholar). A more detailed version is available in our online appendix.7

Remark on Included Courses We include all publicly available complete English courses on SPLs that we identify in Table 1.
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Part I: Ad-Hoc Approaches for Variability

1. Introduction

2. Runtime Variability and Design Patterns

3. Compile-Time Variability with
Clone-and-Own

Part II: Modeling & Implementing Features

4. Feature Modeling

5. Conditional Compilation

6. Modular Features

7. Languages for Features

8. Development Process

Part III: Quality Assurance and Outlook

9. Feature Interactions

10. Product-Line Analyses

11. Product-Line Testing

12. Evolution and Maintenance

1a. Introduction to Product Lines
Handcrafting and Customization

Mass Production

Mass Customization

Recap: The Software Life Cycle

Features and Products of a Domain

Software Product Line

Product-Line Engineering

Summary

1b. Challenges of Product Lines
Software Clones

Feature Traceability

Automated Generation

Combinatorial Explosion

Feature Interactions

Continuing Change and Growth

Summary

1c. Course Organization
What You Should Know

What You Will Learn

What You Might Need

Credit for the Slides

Summary

FAQ

1. Introduction – Handout
Software Product Lines | Thomas Thüm, Timo Kehrer, Elias Kuiter | December 12, 2024

Figure 2: The first handout slide of our course on software product lines. We show the overall structure of our course on the top
(including all 12 lectures) and the structure of the individual lecture on the bottom (in this case, the introductory lecture).

learned lessons, selected opportunities for further reading (G1), and
an optional exercise that students can discuss in groups (G3). This
three-block structure has several advantages: First, it allows edu-
cators and students to easily navigate the lecture slides. Second, it
encourages students to pay attention, so they are able to participate
in the interaction. This interaction can then immediately reinforce
the learned concepts (G3). Third, it implements the sandwich prin-
ciple [33], which mandates alternating periods of active listening
and audience participation [16]. Recent evidence suggests that this
principle may improve students’ critical thinking and self-learning
ability as well as their satisfaction with the course [13, 17].

Inside each block, we typically follow an inductive structure (G3),
just as with the course at large. For instance, in L1a (cf. Figure 2), we
begin with examples of customization and slowly build up towards
the concept of an SPL, finally asking the students to name their
own examples of SPLs as part of the interaction. In addition, we
occasionally use recaps to recapitulate a previous lecture, and even
memes (e.g., XKCD comics)10 to keep students engaged (G3). Where
applicable, we also refer to relevant research publications in order
to substantiate our claims and animate students to make themselves
familiar with the literature (G1). Finally, we conclude each lecture
with a list of frequently asked questions (FAQs), which students
can use to check their grasp on each block’s topic.

4.2 Topics
In Table 2 (in the column our course on the far right), we give an
overview of the concrete topics that we cover in our course. To
facilitate a comparison with existing courses (cf. Table 1), we also
extend the literature review in Table 2with an overview of the topics
covered in these five courses. For instance, we can use this overview
for a deeper comparison of our course to the only other complete,
open course created by Gay and Berger.5 This comparison shows

10https://xkcd.com/

that our course covers both more topics (e.g., clone-and-own) and
several topics inmore depth or breadth (e.g., feature-model analysis).
Our extended review also shows how each course (including our
own) relates to the topics covered in influential books on SPLs (cf.
Section 3). As our course is loosely based on Apel et al. [7] and
Meinicke et al. [50], it mostly covers similar topics as these books.
However, we sometimes deviate from both books, for instance
by reordering, omitting, or adding topics. In the following, we
discuss some notable changes we make compared to these books,
focusing on practical challenges, running examples, added topics,
and original contributions.

Challenges In the first lecture (L1a), we name some promises of
SPLs (e.g., cost reduction). However, we also want to ensure that
students are immediately confronted with some potential draw-
backs of SPLs (G1). Thus, in L1b, we identify six practical challenges
of SPLs that relate to the topics of our course (G4). These challenges
include (cf. Figure 2): software clones (L2b,3,6a), feature traceability
(L2b,5c,6,7), automated generation (L2,5,6c,7), combinatorial explo-
sion (L2c,3a,4,10,11), feature interactions (L9,10a,11b), and continuing
change and growth (L8,12). Besides raising awareness, having these
challenges serves as a common thread throughout the course (G3).

Examples Analogously to these challenges, we use several run-
ning examples throughout the course (G3). Some of these examples
include: the graph product line (GPL) [47, 69] (L2,3,5–10), the Linux
kernel [65] (L1,5,8,10–12), and the PigNap case study [43] (L5). Be-
sides these examples from research and industry, we also contribute
our own examples for configuring databases (L4,10,11), ordering
waffles (L4), and assembling Lego minifigures (L1,10). Having such
recurring examples, students can easily recognize and use them,
for example to compare implementation techniques (G3).

Additions To account for recent research insights (G1), we in-
clude several practical topics in our course (G4), none of which is
covered by any book in Table 2. Some of these topics include: the

https://xkcd.com/


VaMoS 2025, February 04–06, 2025, Rennes, France E. Kuiter et al.

universal variability language (UVL) [27, 62] (L4b), model count-
ing and enumeration [29, 63] (L4c), the KConfig language and
tooling [22, 25, 53] (L5a), microservices [9, 55] (L6b), the promote-
pl development process [41] (L8c), combinatorial interaction test-
ing [4, 48] (L11b), and solution-space sampling [39, 68] (L11c).

Contributions Furthermore, we even make some original contri-
butions in the preparation of this course. For example, we compute
recent statistics regarding the evolution of the Linux kernel (L1b,8a),
we distinguish build systems for clone-and-own and conditional
compilation (L3c,5a), and we critically reflect on the complexity of
SPLs and feature models (L4c,10c) [42]. These contributions demon-
strate how education can positively interact with research (G1).

5 Adoption Challenges
In the following, we discuss several challenges related to the prac-
tical adoption of our course and how we address them.

Version Control We publish our course and its entire history [18]
in a public Git repository7 with > 600 commits by 7 contributors.
Besides easing backup and distribution, this ensures transparency
and, thus, accountability for any contributions made by us and
others (G2). Potential concerns can be raised in our issue tracker.

No Clone-and-Own We proactively create a new course on SPLs
to avoid typical issues of clone-and-own (cf. Section 1). To prevent
such issues in the future as well, we discourage diverging forks by
inviting other educators to integrate their contributions into the
main Git repository, for example with pull requests (G2). This is
possible because we create all our slides with LATEX, which allows
for textual diffs that are easy to review and merge (e.g., compared
to PowerPoint or similar visually oriented tools).

Customization By relying on LATEX, we can easily adapt our slides
to new universities (G2) and satisfy needs for further customization
(e.g., handout and dark-mode slides). To this end, we currently use
an annotative technique (i.e., the \ifuniversity{} command, a
LATEX equivalent of C’s #ifdef [44]). However, we almost exclu-
sively use this technique for customizing appearance in order to
avoid unneeded variability [1]. In particular, we deliberately avoid
creating an “SPL of SPL courses” [3], as this would introduce a sig-
nificant amount of additional complexity, which might be a source
for inconsistencies and obstacle for future extensions. Using this
technique, we adapted our course to six universities (cf. Table 3).

Underrepresented Topics With our course, we attempt to flesh
out the SPL baseline curriculum proposed by Acher et al. [2]. How-
ever, we are aware that some particular SPL topics (cf. Table 2) are
currently underrepresented in our curriculum. Management top-
ics, in particular, are covered much more extensively by Donohoe
and Northrop.4 We envision two ways to close such gaps: First,
educators with the respective expertise may contribute additional
guest lectures on these topics to our course. Second, we encourage
and look forward to other educators creating completely different
courses on SPLs, in which these topics may be covered in more
depth. To this end, the results of our literature review (cf. Table 2)
can be used to identify gaps for future books and courses on SPLs.

Exercise Sheets We currently accompany the lecture with an ex-
ercise class, in which students solve and discuss in-depth exercises

on each lecture’s topic. Because our primary focus is on the lecture
slides, we currently use work-in-progress exercise sheets based on
previous courses. In the near future, we aim to revise these exercise
sheets to match well with the lecture slides, so we can release them.

6 Preliminary Evaluation
Creating new lecture slides from scratch is not an easy task, but
getting them actually adopted in practice is yet another challenge. In
order to investigate whether our course is worth adopting, we aim
to evaluate how it is received by our students with regard to several
quality criteria. Thus, we seek to complement the discussion of our
intentions (cf. Section 2) and their implementation (cf. Section 3
and 4) with real feedback from students. In particular, we aim to
address the following research questions:
RQ1 How well do students receive our course in general?
RQ2 How well do students receive our course compared to . . .

RQ2.1 . . . other courses at the same faculty?
RQ2.2 . . . a previous course on SPLs at the same faculty?

Performing comprehensive, meaningful evaluations of university
courses is known to be methodologically challenging [28, 37, 49].
Nonetheless, we collect feedback from several student evaluations
of teaching (SETs) [32], which are conducted at many universities.
We believe this feedback is a valuable first step towards assessing
the quality of our course and whether it is suitable for adoption.

6.1 RQ1: General Reception
First, we aim to determine how students receive our course in gen-
eral (e.g., aspects they like or dislike, and room for improvement).

Methodology Over the last two years, we have conducted six
SETs at five universities, in which we collected anonymized feed-
back from 64 students. The feedback is both quantitative and quali-
tative, summarized in Table 3 and 4, respectively. For quantitative
feedback, all universities use some kind of Likert scale to indicate
(dis-)agreement. Still, we need to unify the questionnaires used by
different universities. Thus, we aggregate relevant questions into a
set of recurring quality criteria, and we normalize all scores to the
same scale (details indicated in Table 3). We leave gaps in Table 3
when a SET does not cover a given quality criterion at all.

Results The results we show for RQ1 in Table 3 indicate scores
from 78.3 to 97.0 points for course-related quality criteria. In the
mean (computed over all universities), students rate the structure
of our course with 88.5, its quality with 88.9, and its difficulty and
pacing with 91.7 out of 100 points. As for the self-assessment of
our students, they rate their own motivation for the course with
69.3 points, their gain in knowledge with 83.7, and their overall
satisfaction with 85.4 points in the mean. To put these numbers
into context, we also show aggregated qualitative student feedback
in Table 4, which reveals several points of praise and criticism.

Discussion The feedback suggests that our course was well-
received by the majority of students. In particular, students seem
to appreciate the structure of our course (i.e., as outlined in Sec-
tion 3 and 4), its material (i.e., the lecture slides and exercise sheets),
and its difficulty and pacing (i.e., it is not too hard/fast and not too
easy/slow). However, it is of course not possible to satisfy everyone—
for instance, there will always be students who are challenged too
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Table 3: Student feedback from Likert-scale questions (RQ1, RQ2.1, RQ2.2).

University of Bern Ulm University Harz Magdeburg Paderborn Aggregated

WT 2022/23 WT 2023/24 ST 2023 ST 2023 WT 2023/24 ST 2024 Total or Mean

Quality Criteria RQ1 RQ2.1 RQ1 RQ2.1 RQ1 RQ2.1 RQ2.2 RQ1 RQ1 RQ2.1 RQ1 RQ1 RQ2.1

# Participants 8 4110 8 2608 13 856 9 8 11 471 16 64 8045
Course
Structure 90 76 +19% .00∗ 90 80 +13% .03∗ 95 81 +17% .00∗ 91 +4% .37 88 80 +10% .24 80 89 79 +15%
Material 88 73 +20% .03∗ 90 80 +13% .10 93 80 +17% .00∗ 85 +9% .25 85 89 77 +17%
Difficulty, Pacing 97 82 +18% .11 97 91 +6% .01∗ 91 78 +17% .01∗ 87 +5% .46 78 75 +4% .67 95 92 82 +11%

Self-Assessment
Motivation 75 68 +11% .43 79 70 +12% .08 86 77 +12% .05 86 +0% .99 44 63 73 −14% .19 69 72 +5%
Gain in Knowledge 86 74 +16% .05∗ 89 77 +16% .02∗ 91 74 +23% .00∗ 90 +2% .80 73 70 +5% .65 79 84 74 +15%
Satisfaction 94 78 +21% .00∗ 94 82 +14% .02∗ 96 80 +20% .00∗ 90 +7% .27 75 73 70 +5% .60 80 85 77 +15%

Harz University of Applied Studies (Wernigerode) University of Magdeburg Paderborn University TU Braunschweig (not yet evaluated)
WT Winter term ST Summer term Score Scale 0 = worst, 100 = best +𝑥% −𝑥% Comparison relative to RQ1 𝑝 ∗ Statistically significant (𝑝 < 0.05)

Quantitative feedback aggregated from six questionnaires across five universities with 64 student participants in total. We exclude one unevaluated and three ongoing iterations of
our course. We identify six key categories of quality criteria that most questionnaires cover. We calculate each score as the mean of the constituent questions, normalized to a scale
from 0 to 100 for easy comparison. We omit questions that only relate to the exercises and the performance of lecturers. A more detailed version is available in our online appendix.7

Table 4: Student feedback from open questions (RQ1).

Praise

Detailed course structure with a clear overview and a common thread
Many images with good visualizations, appropriate information depth
Many practical, recurring examples
Interactions, FAQs, opportunities for asking questions and discussions
Video recordings, dark-mode slides, guest lectures

Criticism

Having English slides was challenging for some non-native speakers
Too theoretical for some students, too practical and coding-focused for others
Some lectures are too long (e.g., feature modeling) and too fast towards the end

Qualitative feedback aggregated from the same responses that we consider in Table 3.

much or too little by the material. Notably, the student’s own moti-
vation seems comparably low in the mean, which is due to the low
rating at the Harz University of Applied Studies. This is a vocational
university with less emphasis on research, which might explain the
lower self-assessment at this university. Another point of criticism
we aim to address is that, despite the good overall pacing, some
individual lectures have too much content and could be tightened.

6.2 RQ2.1: Comparison to Faculty
While RQ1 indicates generally positive feedback, the results for
our course become more meaningful when we compare them to a
suitable baseline. For RQ2.1, we aim to compare our course to other
courses that have been held at the same university.

Methodology Four of the six SETs we conducted (i.e., in Bern,
Ulm, and Magdeburg) also include data on many other courses
that have been evaluated at the same faculty. By aggregating and
normalizing the other courses’ scores analogously to RQ1, we can
compare them to our course and assess where it performs better or
worse. We show these results in Table 3 in the column for RQ2.1,
including the differences to our course’s results as percentages. To
calculate these percentages, we only consider the universities for
which data on other courses is available. This way, the all-university

percentage in the last column of Table 3 is computed correctly, al-
though the absolute mean values for RQ1 and RQ2.1 are not directly
comparable. To test the differences’ statistical significance, we per-
form a two-tailedWelch’s 𝑡-test with a significance level of 𝛼 = 0.05.
This test is more robust than Student’s 𝑡-test for unequal variances
and unequal sample sizes, which apply here. We indicate p-values
and significant results (∗) in Table 3 and omit variances for brevity.

Results The results for RQ2.1 show that, in the mean, students
rate our course as better than other courses at the same faculty
in almost all quality criteria. In particular, our course scores 11%
to 17% more points than other courses in course-related quality
criteria in the mean. Regarding self-assessment, we find that, in
the mean, students award our course 5% to 15% more points than
other courses. Only at the University of Magdeburg do we find a
mean reduction in motivation by 14% compared to other courses.
Regarding statistical significance, we find that for almost all quality
criteria, the differences are significant for at least two distinct uni-
versities. Again, the students’ motivation is the single exception,
having no statistically significant differences (0.05 ≤ 𝑝 ≤ 0.43).

Discussion These results suggest that students generally regard
our course as better than a typical course at the same faculty. While
we consider this a very positive result, we must interpret it carefully.
In particular, not all differences are statistically significant, and for
these we cannot completely rule out random effects. However, for
most quality criteria, we find significant differences for at least
two distinct universities, which is promising. The single exception
is student motivation, which does not seem to significantly differ
from other courses at the same faculty.

6.3 RQ2.2: Comparison to Previous Course
Finally, as an alternative baseline, we aim to compare our course to
a previous course on SPLs that has been held at the same faculty.

Methodology At two of the five universities considered in Table 3
(i.e., Ulm and Magdeburg), another course on SPLs (𝐶old ) used to be
taught before our course (𝐶new ) was introduced. The course𝐶old had
completely different, unpublished slides, which were adapted and
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slightly updated from year to year with clone-and-own. To reduce
the influence of confounding factors, we aim to only compare an
SET of𝐶new to an SET of𝐶old if both courses were held at the same
university, by the same lecturer, and in a similar timeframe (i.e.,
within two years). Unfortunately, these criteria exclude most SETs
we have for𝐶old , as they are simply too old to allow for meaningful
comparison. Thus, we can only compare 𝐶new (held in 2023) to
one iteration of 𝐶old (held in 2022) at Ulm University. We show the
results for this comparison in Table 3 in the column for RQ2.2. We
test for statistical significance analogous to RQ2.1.

Results The results for RQ2.2 show that, in the mean, students
at Ulm University rate 𝐶new slightly better than 𝐶old . In particu-
lar, 𝐶new scores 4% to 9% more points than 𝐶old in course-related
quality criteria in the mean. Regarding self-assessment, these dif-
ferences range from 0% to 7% more points for 𝐶new . We find no
statistically significant differences between 𝐶old and 𝐶new for any
quality criterion (0.25 ≤ 𝑝 ≤ 0.99).

Discussion Unfortunately, the results for RQ2.2 remain inconclu-
sive due to a lack of statistical significance, which maybe could
have been reached with more regular SETs before introducing our
course. Nonetheless, they do not contradict the favorable results
we found for RQ1 and RQ2.1, which is reassuring.

6.4 Threats to Validity
Evaluations of teaching material can be challenging due to a variety
of biases and confounding factors [28, 37, 49]. Thus, we aim to
openly discuss potential threats to the validity of our conclusions.

Internal Validity Several biases and confounding factors might
distort the results of our SETs compared to reality, some of which
we discuss in the following. First, only students with very positive
or negative experiences may choose to fill out questionnaires. To
avoid this issue, we compare our course to other courses at the same
faculty (RQ2.1), which would suffer from the same bias. Second, stu-
dents might simply like the topic and would also rate any other SPL
course better than faculty average. We partially mitigate this by
comparing our course to a previous course on SPLs (RQ2.2). Third,
students might be impacted in their answers by the lecturer’s per-
formance (e.g., are they experienced/enthusiastic?), exercise class
(e.g., is it too labor-intensive/strict?) and other external factors not
related to the course (e.g., organizational structures). We reduce this
threat by collecting SETs over several distinct lecturers at multiple
universities. To improve comparability, we unify the questionnaires
from different universities and aggregate their questions into rele-
vant quality criteria. Also, we ignore questions that only relate to
teaching personnel and exercise classes. This way, we can focus on
the actual course material and the students’ self-assessment.

External Validity The external validity of our conclusions might
be limited by the size of our dataset (e.g., regarding the number of
universities, SETs, and participants). While more evidence is always
welcome, our dataset already demonstrates how our course can be
successfully introduced to new universities, which is the main goal
of our evaluation. For the comparison to other courses at the same
faculty (RQ2.1), we only have data for four universities. However,
at these universities, a total of 8045 students participated in SETs,
which makes this a suitable baseline for comparison nonetheless.

7 Related Work
To the best of our knowledge, we are the first to create a new
course on SPLs from scratch, describe our approach in detail, and
publish it as open educational resources. We are also not aware of
another attempt at evaluating a course on SPLs by collecting both
quantitative and qualitative feedback from SETs. However, there are
several case studies and experience reports on teaching SPLs [18,
21, 46, 52, 58, 61] published either at CSEE&T [14] or the SPLTea
workshop [3]. Some of these publications only discuss course goals
superficially [21, 46, 52, 58], do not discuss a complete course [21, 52,
58], or target other audiences than computer science students [52,
61]. Other publications have a different focus from ours, for example
on course evolution [18, 21] or specific pedagogical approaches [18,
61]. In particular, none of these publications review the literature
on SPLs or perform a quantitative evaluation, as we do.

Acher et al. [2] performed two surveys and aworkshop to capture
a snapshot of current practices and challenges in teaching SPLs.
In contrast to our work, they do not focus on a specific course.
Our work can be regarded as a continuation of their work, which
identified the need for a baseline curriculum, such as ours.

8 Conclusion
In this paper, we shared our experiences in architecting and de-
signing a new university course on SPLs from scratch. We publish
our course in form of open educational resources. Thus, we hope
to ignite a collaborative effort to create and continuously improve
SPL teaching material. Ideally, this will contribute to SPL education
growing more mature along with research and industry.

In the future, we aim to add new lectures on underrepresented
topics, release exercise sheets, and introduce an open call for scien-
tific talks to attract guest lecturers and, thus, potentially extend the
network of universities participating in this project. We also intend
to regularly reevaluate our course and consider new feedback.
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